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Introduction

Authors: Grig Barbulescu, lustinian Bujor, Microchip Technology Inc.

This technical brief provides information about Capture/Compare/PWM (CCP) and Pulse-Width Modulation (PWM)
peripherals and intends to familiarize the user with PIC® microcontrollers. The CCP is a peripheral that times and
controls different events and generates Pulse-Width Modulation (PWM) signals. The PWM peripheral generates a
pulse-width modulated signal determined by the duty cycle and period and that can be configured by the user.

This document describes the application area and the modes of operation, as well as the hardware and software
requirements of the PWM module and of the CCP module configured in PWM mode.

Throughout the document, the configuration of the peripherals will be described in detail. The descriptions will start
with the input Timer selection, the mode of operation and how to change the period, in addition to the duty cycle and
resolution to generate the desired PWM signal.

This document covers the following use cases:

» Configuring a PWM Signal Frequency and Duty Cycle:
How to configure the CCP in conjunction with a Timer to generate a low-speed PWM signal with configurable
frequency and duty-cycle.

* Generating a PWM Signal with Constant On-Time and Variable Frequency:
How to configure the CCP in conjunction with a Timer to generate a PWM signal with a constant on-time of one
microsecond and variable frequency.

* RGB-LED Dimming Using PWM:
How to configure the CCP and PWM in conjunction with a Timer to generate three PWM signals that will
produce a color game on an RGB LED, based on the dimming effect.

For each use case, there are two different software implementations that have the same functionalities: one code
generated with MPLAB® Code Configurator (MCC) and one bare metal code.

The MCC generated code offers hardware abstraction layers that make using code across different devices from the
same family easier. Additionally, the bare metal code is easier to follow and allows for a fast ramp-up on the use case
associated code.

Note: The examples in this technical brief have been developed using PIC18F47Q10 Curiosity Nano development
board. The PIC18F47Q10 pin package present on the board is QFN40.

View Code Examples on GitHub

Click to browse repositories
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Peripheral Overview

The CCP peripheral can operate in one of the three modes:
» Capture
» Compare
* Pulse-Width Modulation (PWM)

This technical brief focuses on presenting the PWM mode of the CCP peripheral. In PWM mode, it can generate
pulse-width modulated signals with configurable frequency and duty cycle.

The PWM peripheral is a simplified version of the CCP module and designed to function only in PWM mode.

The PWM provides power to a load by quickly switching between two states: ON and OFF. The PWM signal consists
of a square wave where the high portion, also known as pulse-width, of the signal is considered the ON state while
the low portion of the signal is considered the OFF state. The three main characteristics of a PWM signal are: period,
duty cycle and resolution.

The PWM period is defined as the duration of one complete cycle or the total amount of On and Off time combined.

The PWM duty cycle describes the proportion of the On time to the Off time and it is expressed in percentages where
0% is fully Off and 100% is fully On. A lower duty cycle corresponds to less power applied and a higher duty cycle
corresponds to more power applied.

The pulse-width can vary in time and is defined in steps. The PWM resolution defines the maximum number of steps
that can be present in a single PWM period. A higher resolution allows for more precise control of the pulse-width
time, which then influences the power that is applied to the load.

For the CCP to operate in PWM mode, Timer2/4/6 must be linked to it. The period of the PWM signal generated by
CCP in PWM mode is represented by the period register of the respective Timer. It is required for the Timer to have
Fosc/4 as clock input for correct PWM operation.

The following figure shows a simplified block diagram of the CCP module in PWM mode of operation.

Figure 1-1. PWM Block Diagram
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Note 1:  8-bit timer is concatenated with the two Least Significant bits of 1/Fosc adjusted by the Timer2 prescaler to
create a 10-bit time base.
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Configuring a PWM Signal Frequency and Duty Cycle

This example shows how to initialize the CCP1 peripheral in PWM mode, the Timer2 and other software and
hardware requirements to generate a low-speed PWM signal with configurable frequency and duty cycle.

The configuration of the PWM parameters is done at run time and through the usage of a button. This allows the
configuration to differentiate long presses from short presses.

When a short press occurs, the value of the PWM duty cycle increases in steps of 25%. Its minimum value is 25%
and its maximum value is 75%. Whenever the maximum value is reached, a new short press will cause a transition to
the minimum value.

When a long press occurs, the value of the PWM frequency increases in steps of one Hz. Its minimum value is 1 Hz
and its maximum value is 4 Hz. Whenever the maximum value is reached, a new long press will cause a transition to
the minimum value.
To achieve the functionality described by the use case, the following actions will have to be performed:

» System clock initialization

» Port initialization

* Timer2 initialization

* CCP1 initialization

» PPS initialization

MCC Generated Code
To generate this project using MPLAB® Code Configurator (MCC), follow the next steps:

1. Create a new MPLAB X IDE project for PIC18F47Q10.
2. Open the MCC from the toolbar. Information about how to install the MCC plug-in can be found here.
3. Go to Project Resources — System — System Module and do the following configuration:
— Oscillator Select: LFINTOSC
— Clock Divider: 1
— In the Watchdog Timer Enable field from the WWDT tab, make sure WDT Disabled is selected.
— In the Programming tab, make sure Low-Voltage Programming Enable is checked.

4. From the Device Resources window, add TMR2 and CCP1. Do the following configurations for
each peripheral:
Timer2 Configuration:

Hardware Settings tab
* Enable Timer: checked
» Control Mode: Roll over pulse
» Start/Reset Option: Software control
Timer Clock tab
» Clock Source: Fogc/4
* Prescaler: 1:32
» Postscaler: 1:1
Timer Period tab
» Timer Period: 1.057s
Software Settings tab
* Enable Timer Interrupt: unchecked

CCP1 Configuration:

— Enable CCP: checked
— CCP Mode: PWM
— Select Timer: Timer2
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— Duty Cycle: 25%
— CCPR Alignment: right_aligned
5. Open Pin Manager — Grid View window, select UQFN40 in the Package field and do the following pin
configurations:
— Set Port B pin 4 (RB4) as output for CCP1
— Set Port E pin 2 (RE2) as GPIO input

Figure 2-1. Pin Mapping
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6. Go to Project Resources — System — Pin Module — Easy Setup and enable WPU for the RE2 pin.
Click Generate in the Project Resources tab.
8. Inthemain.c file generated by MCC, add the following code:

— ButtonCheck () function

— Button press handling

N

The ButtonCheck () function is used to detect if the button is pressed and, if so, to differentiate a long button
press from a short button press. The method used is the incrementation of a counter. As long as the button is
pressed, the counter value increments continuously and, after that, a check is performed to determine if the
counter value is smaller or greater than a specific threshold. The function can return one of the three states:
BT NOCHANGE, BT SHORT PRESS, BT LONG_PRESS.

The button press handling is done inside the while (1) loop. The ButtonCheck () function is called
continuously and, depending on the value that it returned, the PWM frequency and duty cycle change, as
referenced earlier in this use case.

View the PIC18F47Q10 Code Example on GitHub

Click to browse repositories

Bare Metal Code
The necessary code and functions to implement the presented example are analyzed in this section.
The first step is to configure the microcontroller to disable the Watchdog Timer and to enable Low-Voltage

Programming.

#pragma config WDTE = OFF
#pragma config LVP = ON

The internal oscillator must be set to the desired value. Since the purpose of this example is to generate a low-speed
PWAM signal, the Low-Frequency Oscillator was used. The value of the clock frequency will be 31 kHz. This translates

into the following function:
static void CLK Initialize(void
/* Configure NOSC LFINTOSC; NDIV 1 FOSC = 31kHz */

OSCCON1lbits.NOSC 5
OSCCON1lbits.NDIV 0
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The output driver for I/O pin RB4 must be enabled since it will be used as CCP1 output while RE2 must be configured
as analog input with internal pull-up enabled. This translates into the following function:

static void PORT Initialize (void

/* RB4 is output for PWM1 */

TRISBbits.TRISB4 = 0

/* RE2 is digital input with pull-up for push-button */
TRISEbits.TRISE2 = 1

ANSELEbits .ANSELE2 = 0

WPUEbits .WPUE2 = 1

For Timer2 to use as clock source Fpogc/4 with a 1:32 clock prescaler, the following function is used:

#define XTAL FREQ 31000UL

#define FREQUENCY MIN 1 /* Hz */

#define TIMER_PRESCALER 32 /* 1:32 */

#define FREQUENCY TO_ PR_CONVERT (F) (uint8_t) ( ( (_XTAL_FREQ)/ \

(4* (F))/ (TIMER_PRESCALER) ) -1)
static void TMR2 Initialize (void

/* TIMER2 clock source is FOSC/4 */
T2CLKCONbits.CS = 1

/* TIMER2 counter reset */
T2TMR = 0x00

/* TIMER2 ON, prescaler 1:32, postscaler 1:1 */
T2CONbits.OUTPS = 0

T2CONbits.CKPS = 5
T2CONbits .ON = 1

/* Configure the default period */
PR2 = FREQUENCY TO PR _CONVERT (FREQUENCY MIN

CCP1 is configured in PWM mode and uses Timer2 as period generator. The value from the CCPR1 register is left-
aligned and the initial duty cycle value is set at 25%. This translates into the following function:

#define _XTAL FREQ 31000UL
#define FREQUENCY MIN 1 /* Hz */
#define DUTYCYCLE MIN 25 /* percents */

#define DUTYCYCLE_TO_CCPR_CONVERT (D,F) (uintl6_t) ((float) (D) * (( (_XTAL_FREQ)/ \
(F) / (TIMER_PRESCALER) ) -1)/100.0)

static void PWMl Initialize (void

/* MODE PWM; EN enabled; FMT left_aligned */
CCP1CONbits.MODE = 0x0C

CCP1CONbits.FMT = 1

CCP1CONbits.EN = 1

/* Selecting Timer 2 */
CCPTMRSbits.C1TSEL = 1

/* Configure the default duty cycle */
CCPR1 = (DUTYCYCLE TO CCPR_CONVERT (DUTYCYCLE MIN, FREQUENCY MIN << 6

Configuring the location of the pins is independent of the application purpose and the CCP mode. Each
microcontroller has its own default physical pin position for peripherals, though the pin positions can be changed
using the Peripheral Pin Select (PPS).

Therefore, the CCP pins can be relocated using the CCP1PPS and CCP2PPS registers for the input channels while
using the RxyPPS registers for the output channels. The PPS configuration values can be found in the Peripheral Pin
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Select Module section of a device data sheet. For this example, the output PWM signal from CCP1 will be routed to
the RB4 pin. This translates into the following code:

static void PPS_Initialize (void

/* Configure RB4 for PWMl1l output */
RB4PPS = 0x05

At run time, the PWM generator is configured using these functions for duty cycle and period values respectively:

static void PWMl LoadDutyValue (uintl6_t dutyValue

/* Only the upper 10 bits are used in register CCPR1 */
CCPR1 = dutyValue << 6

static void TMR2_ LoadPeriodRegister (uint8_ t periodval

/* Configure the period register */
PR2 = periodvVal

To achieve the functionality presented in the description of this use case, the following functions need to be
implemented:
e ButtonCheck () function

» Button press handling

The ButtonCheck () function is used to detect if the button is pressed and, if so, to differentiate a long button press
from a short button press. The method used is the incrementation of a counter. As long as the button is pressed, the
counter value increments continuously and, after that, a check is performed to determine if the counter value is
smaller or greater than a specific threshold. The function can return one of the three states: BT NOCHANGE,

BT SHORT PRESS, BT LONG PRESS.

The button press handling is done inside the while (1) loop. The ButtonCheck () function is called continuously
and, depending on the value that it returned, the PWM frequency and duty cycle changes, as referenced earlier in
this use case.

View the PIC18F47Q10 Code Example on GitHub

Click to browse repositories
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3. Generating a PWM Signal with Constant On-Time and Variable
Frequency

This example shows the initialization of the CCP2 peripheral in PWM mode, the initialization of Timer4 and other
software and hardware requirements to generate a PWM signal with a constant pulse-width of one microsecond and
variable frequency.

The configuration of the PWM frequency is done through the usage of a button.

When a press occurs, the PWM frequency value doubles. Its minimum value is 50 kHz and its maximum value is 800
kHz. Whenever the maximum value is reached, a new press will cause a transition to the minimum value.

Figure 3-1. PWM Signals for Each Frequency
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To achieve the functionality described by the use case, the following actions must be performed:
» System clock initialization
« Portinitialization
» Timer4 initialization
» CCP2 initialization
+ PPS initialization

31 MCC Generated Code
To generate this project using MPLAB® Code Configurator (MCC), follow the next steps:

1. Create a new MPLAB X IDE project for PIC18F47Q10.

2. Open the MCC from the toolbar. Information about how to install the MCC plug-in can be found here.
3. Go to Project Resources — System — System Module and do the following configuration:

Oscillator Select: HFINTOSC

HF Internal Clock: 64 MHz

Clock Divider: 1

In the Watchdog Timer Enable field in the WWDT tab, make sure WDT Disabled is selected.

In the Programming tab, make sure Low-Voltage Programming Enable is checked.

4. From the Device Resources window, add TMR4 and CCP2. Do the following configurations for
each peripheral:
Timer4 Configuration:

— Hardware Settings tab

© 2020 Microchip Technology Inc. Technical Brief DS90003270B-page 8


https://microchipdeveloper.com/install:mcc

TB3270
Generating a PWM Signal with Constant On-Time ...

* Enable Timer: checked

« Control Mode: Roll over pulse

» Start/Reset Option: Software control
— Timer Clock tab

* Clock Source: Fogc/4

* Prescaler: 1:2

* Postscaler: 1:1
— Timer Period tab

» Timer Period: 20 us
— Software Settings tab

* Enable Timer Interrupt: unchecked

CCP2 Configuration:

Enable CCP: checked
CCP Mode: PWM
Select Timer: Timer4
Duty Cycle: 5%
— CCPR Alignment: right_aligned
5. Open Pin Manager — Grid View window, select UQFN40 in the Package field and do the following pin
configurations:
— Set Port C pin 7 (RC7) as output for CCP2
— Set Port E pin 2 (RE2) as GPIO input

Figure 3-2. Pin Mapping
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6. Go to Project Resources — System — Pin Module — Easy Setup and enable WPU for the RE2 pin.
Click Generate in the Project Resources tab.
8. Inthemain.c file generated by MCC, add the following code:

— ButtonCheck () function

— Button press handling

The ButtonCheck () function is used to detect if the button is pressed. Whenever a press is detected, a 10
ms delay is applied to avoid the bouncing effect and the program waits until the button is released. The
function can return one of the two states: BT NOCHANGE or BT PRESS.

N

void main (void)

{
uint8 t index = 0;
/* Initialize the device */
SYSTEM Initialize();

while (1)
{
if (ButtonCheck () == BT_PRESS)

{
/* When a button press is detected, the index is updated */

index++;
if (index >= FREQUENCY_LIST_DIMENSION)
index = 0;
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/* and the frequency is changed to the next one in the list */
TMR4 LoadPeriodRegister (frequencies list[index

The frequencies_list array contains the selectable PWM frequencies presented in the description of this
use case (50 kHz, 100 kHz, 200 kHz, 400 kHz, and 800 kHz).

View the PIC18F47Q10 Code Example on GitHub

Click to browse repositories

Bare Metal Code

The necessary code and functions to implement the presented example are analyzed in this section.

The first step is to configure the microcontroller to disable the Watchdog Timer and to enable Low-Voltage
Programming.

#pragma config WDTE = OFF
#pragma config LVP = ON

The internal oscillator must be set to the desired value. This example uses the HFINTOSC with a frequency of 64
MHz. This translates into the following function:

static void CLK Initialize (void

/* Configure NOSC HFINTOSC; NDIV 1; FOSC = 64MHz */
OSCCON1lbits.NOSC 6
OSCCONlbits.NDIV 0

/* HFFRQ 64 _MHz */
OSCFRQbits.HFFRQ = 8

The output driver for I/O pin RC7 must be enabled since it will be used as CCP2 output. RE2 must be configured as
analog input with internal pull-up enabled. This translates into the following function:

static void PORT Initialize (void

/* RC7 is output for PWM2 */

TRISCbits.TRISC7 = 0

/* RE2 is digital input with pull-up for push-button */
TRISEbits.TRISE2 = 1

ANSELEbits.ANSELE2 = 0

WPUEbits WPUE2 = 1

For Timer4 to use as clock source Fpgc/4 with a 1:2 clock prescaler, the following function is used:

static void TMR4 Initialize (void

/* TIMER4 clock source is FOSC/4 */
T4CLKCONbits.CS = 1

/* TIMER4 counter reset */
T4TMR = 0x00

/* TIMER4 ON, prescaler 1:2, postscaler 1:1 */
T4CONbits.OUTPS = 0

T4CONbits.CKPS = 1
T4CONbits.ON = 1

/* Configure initial period register value */

© 2020 Microchip Technology Inc. Technical Brief DS90003270B-page 10
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PR4 = frequencies_list|[0];
}

CCP2 is configured in PWM mode with a constant pulse-width of one microsecond and uses Timer4 as period
generator. This translates into the following function:

static void PWM2 Initialize (void)
{
/* MODE PWM; EN enabled; FMT right_aligned */
CCP2CONbits .MODE = 0x0C;
CCP2CONbits.FMT = 0
CCP2CONbits.EN = 1;

/* Constant on-time setting is 1 us */
CCPR2 = 32;

/* Select timer 4 */
CCPTMRSbits.C2TSEL = 2;
}

Configuring the location of the pins is independent of the application purpose and the CCP mode. Each
microcontroller has its own default physical pin position for peripherals, but the pin positions can be changed using
the Peripheral Pin Select (PPS).

Therefore, the CCP pins can be relocated using the CCP1PPS and CCP2PPS registers for the input channels while
using the RxyPPS registers for the output channels.

The PPS configuration values can be found in the Peripheral Pin Select Module section of a device data sheet. For
this example, the output PWM signal from CCP2 will be routed to RC7 pin. This translates into the following code:

static void PPS_Initialize (void)

{
/* Configure RC7 for PWM2 output */
RC7PPS = 0x06;

}

To achieve the functionality presented in the description of this use case, the following functions need to be
implemented:

* ButtonCheck () function
» Button press handling
* TMR4 loadPeriodRegister () function

The ButtonCheck () function is used to detect if the button is pressed. Whenever a press is detected, a delay of 10
ms is applied to avoid the bouncing effect and the program waits until the button is released. The function can return
one of the two states: BT NOCHANGE or BT PRESS.

static void TMR4 LoadPeriodRegister (uint8_t periodval)
{

/* Configure the period register */

PR4 = periodVal;
}

void main (void)
{
uint8_t index = 0;
/* Initialize the device */
PORT_Initialize();
PPS Initialize() ;
CLK Initialize();
TMR4 Initialize();
PWM2_ Initialize();

while (1)
{
if (ButtonCheck () == BT_PRESS)
{
/* When a button press is detected, the index is updated */
index++;
if (index >= FREQUENCY_ LIST DIMENSION)
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index = 0

/* and the frequency is changed to the next one in the list */
TMR4 LoadPeriodRegister (frequencies_list[index

The frequencies list array contains the selectable PWM frequencies presented in the description of this use
case (50 kHz, 100 kHz, 200 kHz, 400 kHz and 800 kHz).

View the PIC18F47Q10 Code Example on GitHub

Click to browse repositories
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4, RGB-LED Dimming Using PWM

This example shows the initialization of the CCP1, CCP2, PWM3, Timer2 peripherals as well as other software and
hardware requirements to generate three PWM signals. This signal generation will then produce a color game on an
RGB LED, based on the dimming effect.

The color game is based on the dimming effect applied on an RGB LED. It is composed of three steps:

The red channel decreases its brightness from fully On to fully Off as the green channel increases its brightness
from fully Off to fully On. During this step, the blue channel is turned fully Off.

The green channel decreases its brightness from fully On to fully Off as the blue channel increases its
brightness from fully Off to fully On. During this step, the red channel is turned fully Off.

The blue channel decreases its brightness from fully On to fully Off as the red channel increases its brightness
from fully Off to fully On. During this step, the green channel is turned fully Off.

The three steps are repeating circularly and the updates of the duty cycles are triggered by interrupts.

Figure 4-1. LED Light Intensity for Each Channel
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To achieve the functionality described by the use case, the following actions must be performed:

System clock initialization
Port initialization

Timer2 initialization
CCP1 initialization

CCP2 initialization
PWM3 initialization

PPS initialization
Interrupts initialization
Timer2 interrupt handling

4.1 MCC Generated Code
To generate this project using MPLAB® Code Configurator (MCC), follow the next steps:

1.
2.
3.

Create a new MPLAB X IDE project for PIC18F47Q10.
Open the MCC from the toolbar. Information about how to install the MCC plug-in can be found here.
Go to Project Resources — System — System Module and do the following configuration:

— Oscillator Select: HFINTOSC

— HF Internal Clock: 64_MHz

— Clock Divider: 1

— In the Watchdog Timer Enable field in the WWDT tab, make sure WDT Disabled is selected.

— In the Programming tab, make sure Low-Voltage Programming Enable is checked.
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4. From the Device Resources window, add TMR2, CCP1, CCP2 and PWM3. Do the following configurations for
each peripheral:
Timer2 Configuration:
— Hardware Settings tab
« Enable Timer: checked
» Control Mode: Roll over pulse
» Start/Reset Option: Software control
Timer Clock tab
» Clock Source: Fogc/4
* Prescaler: 1:8
* Postscaler: 1:16
Timer Period tab
» Timer Period: 2.048 ms
Software Settings tab
* Enable Timer Interrupt: checked

CCP1 Configuration:

— Enable CCP: checked

— CCP Mode: PWM

Select Timer: Timer2

Duty Cycle: 100.0%

CCPR Alignment: left_aligned

CCP2 Configuration:

Enable CCP: checked

CCP Mode: PWM

Select Timer: Timer2

Duty Cycle: 100.0%

CCPR Alignment: left_aligned

PWM3 Configuration:

Enable CCP: checked
Select Timer: Timer2
Duty Cycle: 100.0%
— PWM Polarity: active_hi
5. Open Pin Manager — Grid View window, select UQFN40 in the Package field and do the following pin
configurations:
— Set Port B pin 0 (RBO) as output for CCP1
— Set Port B pin 3 (RB3) as output for CCP2
— Set Port D pin 0 (PDO) as output for PWM3

Figure 4-2. Pin Mapping
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6. Go to Project Resources — System — Pin Module — Easy Setup and enable WPU for the RE2 pin.
7. Click Generate in the Project Resources tab.
8. Inthemain.c file generated by MCC, add the following code:

— Enable the global interrupt function

— Add TMR2 interrupt function

— Set the TMR2 interrupt handler initializer

void RGB_LED Handler (void
void main (void
/* Initialize the device */
SYSTEM Initialize
TMR2 SetInterruptHandler (RGB_LED Handler

/* Enable the Global Interrupts */
INTERRUPT GlobalInterruptEnable

/* Enable the Peripheral Interrupts */
INTERRUPT PeripherallnterruptEnable

while (1

//Add your application code

The RGB_LED Handler () function creates the color game on the RGB LED, as presented in the description
of this use case.

View the PIC18F47Q10 Code Example on GitHub

Click to browse repositories

Bare Metal Code

The necessary code and functions to implement the presented example are analyzed in this section.

The first step is to configure the microcontroller to disable the Watchdog Timer and to enable Low-Voltage
Programming.

#pragma config WDTE = OFF
#pragma config LVP = ON

The internal oscillator must be set to the desired value. This example uses the HFINTOSC with a frequency of 64
MHz. This translates into the following function:

static void CLK Initialize (void
/* Configure NOSC HFINTOSC; NDIV 1; FOSC = 64MHz */

OSCCON1lbits.NOSC 6
OSCCON1lbits.NDIV 0

/* HFFRQ 64 MHz */
OSCFRQbits.HFFRQ = 8

The output driver for I/O pins RBO, RB3 and RDO must be enabled. They will be used as output for CCP1, CCP2 and
PWMB, respectively. This translates into the following function:

static void PORT Initialize (void

/* RBO is output for PWM1l */
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TRISBbits.TRISBO = 0
/* RB3 is output for PWM2 */
TRISBbits.TRISB3 = 0;
/* RDO is output for PWM3 */
TRISDbits.TRISDO = 0;

Timer2 uses as clock source Fogc/4 with a 1:8 clock prescaler and a 1:16 postscaler and has the overflow interrupt

enabled. This translates into the following function:

#define MAX DCY 1023

static void TMR2 Initialize (void)

{
/* TIMER2 clock source is FOSC/4 */
T2CLKCONbits.CS = 1;

/* TIMER2 counter reset */
T2TMR = 0x00;

/* TIMER2 prescaler 1:8, postscaler 1:16 */
T2CONbits.CKPS = 3;
T2CONbits.OUTPS = 15;

/* TIMER2 period register setting, divided by 4 because FOSC/4 is used for PWM mode */

T2PR = MAX DCY >> 2;

/* Clearing IF flag before enabling the interrupt */
PIR4bits.TMR2IF = 0;

/* Enabling TIMER2 interrupt */
PIE4bits.TMR2IE = 1;

/* TIMER2 ON */
T2CONbits.ON = 1;

CCP1 is configured in PWM mode and uses Timer2 as period generator. The value from the CCPR1 register is left-
aligned and the initial duty cycle value is set at 100%, corresponding to a minimum brightness in common anode
LEDs. For a common cathode LED, the initial duty cycle will be set at 0%. This translates into the following function:

#define MAX DCY 1023
#define LED_MIN BRIGHT (MAX_DCY)

static void PWMl Initialize (void)
{
/* MODE PWM; EN enabled; FMT left aligned */
CCP1CONbits .MODE = 0x0C;
CCP1CONbits.FMT = 1;
CCP1CONbits.EN = 1;

/* Selecting Timer 2 */
CCPTMRSbits.CIlTSEL = 1;

/* Configure initial duty cycle */
CCPR1 = (uintl6_t)LED_MIN BRIGHT << 6;

CCP2 is configured in PWM mode and uses Timer2 as period generator. The value from the CCPR2 register is left-
aligned and the initial duty cycle value is set at 100%, corresponding to a minimum brightness in common anode
LEDs. For a common cathode LED, the initial duty cycle will be set at 0%. This translates into the following function:

#define MAX DCY 1023
#define LED_MIN_BRIGHT (MAX_DCY)

static void PWM2 TInitialize (void)
{
/* MODE PWM; EN enabled; FMT left aligned */
CCP2CONbits .MODE = 0x0C;
CCP2CONbits.FMT = 1;
CCP2CONbits.EN = 1;
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/* Selecting Timer 2 */
CCPTMRSbits.C2TSEL = 1;

/* Configure initial duty cycle */
CCPR2 = (uintl6_t)LED_MIN BRIGHT << 6
}

PWM3 uses Timer2 as period generator. The initial duty cycle value is set at 100%, corresponding to a minimum
brightness in common anode LEDs. For a common cathode LED, the initial duty cycle will be set at 0%. This
translates into the following function:

#define MAX DCY 1023
#define LED MIN BRIGHT (MAX DCY)

static void PWM3 Initialize (void)

{
/* PWM3 enabled module, polarity normal */

PWM3CONbits .EN = 1;
PWM3CONbits.POL = O;

/* Select timer 2 */
CCPTMRSbits.P3TSEL = 1;

/* Configure initial duty cycle */
PWM3DC = (uintlé_t)LED MIN BRIGHT << 6;
}

Configuring the location of the pins is independent of the application purpose and the CCP mode. Each
microcontroller has its own default physical pin position for peripherals, but the pin positions can be changed using
the Peripheral Pin Select (PPS).

Therefore, the CCP pins can be relocated using the CCP1PPS and CCP2PPS registers for the input channels while
using the RxyPPS registers for the output channels. The PPS configuration values can be found in the Peripheral Pin
Select Module section of a device data sheet.

For this example, the output PWM signal from CCP1 will be routed to the RBO pin, the output PWM signal from CCP2
will be routed to RB3, and the output PWM signal from PWM3 will be routed to RDO. This translates into the following

code:

static void PPS_Initialize (void)

{
/* Configure RBO for PWM1l output */

RBOPPS = 0x05;
/* Configure RB3 for PWM2 output */
RB3PPS = 0x06;
/* Configure RDO for PWM3 output */
RDOPPS = 0x07;

}

Before any processing is done, the interrupts of the microcontroller must be activated. This is done by setting the
Global Interrupt Enable (GIE) and the Peripheral Interrupt Enable (PIE) bits of the INTCON register.

static void INTERRUPT Initialize (void)

{
/* Enable the Global Interrupts */

INTCONbits.GIE = 1;

/* Enable the Peripheral Interrupts */
INTCONbits.PEIE = 1;
}

Whenever Timer2 interrupt occurs, the duty cycle of the PWM signals is changed as mentioned in the use case
description.

static void TMR2_ ISR (void)

/* clear the TMR2 interrupt flag */
PIR4bits.TMR2IF = 0O;

/* user ISR function call; */
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RGB_LED Handler

The RGB_LED Handler () function creates the color game on the RGB LED, as presented in the use case
description. Using LED_COMMON ANODE macro definition, the color sequence can be configured at compile time for
either common anode or common cathode LEDs.

The Timer2 interrupt handler is handled by the following function:

static void __ interrupt INTERRUPT InterruptManager (void

/* interrupt handler */
if (INTCONbits.PEIE

if PIE4bits.TMR2IE) && (PIR4bits.TMR2IF

TMR2_ISR

View the PIC18F47Q10 Code Example on GitHub

Click to browse repositories
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The Microchip Website

Microchip provides online support via our website at www.microchip.com/. This website is used to make files and
information easily available to customers. Some of the content available includes:

* Product Support — Data sheets and errata, application notes and sample programs, design resources, user’s
guides and hardware support documents, latest software releases and archived software

* General Technical Support — Frequently Asked Questions (FAQs), technical support requests, online
discussion groups, Microchip design partner program member listing

* Business of Microchip — Product selector and ordering guides, latest Microchip press releases, listing of
seminars and events, listings of Microchip sales offices, distributors and factory representatives

Product Change Notification Service

Microchip’s product change notification service helps keep customers current on Microchip products. Subscribers will
receive email notification whenever there are changes, updates, revisions or errata related to a specified product
family or development tool of interest.

To register, go to www.microchip.com/pcn and follow the registration instructions.

Customer Support

Users of Microchip products can receive assistance through several channels:

» Distributor or Representative

* Local Sales Office

» Embedded Solutions Engineer (ESE)
» Technical Support

Customers should contact their distributor, representative or ESE for support. Local sales offices are also available to
help customers. A listing of sales offices and locations is included in this document.

Technical support is available through the website at: www.microchip.com/support

Microchip Devices Code Protection Feature

Note the following details of the code protection feature on Microchip devices:

» Microchip products meet the specifications contained in their particular Microchip Data Sheet.

» Microchip believes that its family of products is secure when used in the intended manner and under normal
conditions.

* There are dishonest and possibly illegal methods being used in attempts to breach the code protection features
of the Microchip devices. We believe that these methods require using the Microchip products in a manner
outside the operating specifications contained in Microchip’s Data Sheets. Attempts to breach these code
protection features, most likely, cannot be accomplished without violating Microchip’s intellectual property rights.

» Microchip is willing to work with any customer who is concerned about the integrity of its code.

» Neither Microchip nor any other semiconductor manufacturer can guarantee the security of its code. Code
protection does not mean that we are guaranteeing the product is “unbreakable.” Code protection is constantly
evolving. We at Microchip are committed to continuously improving the code protection features of our products.
Attempts to break Microchip’s code protection feature may be a violation of the Digital Millennium Copyright Act.
If such acts allow unauthorized access to your software or other copyrighted work, you may have a right to sue
for relief under that Act.
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Information contained in this publication is provided for the sole purpose of designing with and using Microchip
products. Information regarding device applications and the like is provided only for your convenience and may be
superseded by updates. It is your responsibility to ensure that your application meets with your specifications.

THIS INFORMATION IS PROVIDED BY MICROCHIP “AS 1S”. MICROCHIP MAKES NO REPRESENTATIONS OR
WARRANTIES OF ANY KIND WHETHER EXPRESS OR IMPLIED, WRITTEN OR ORAL, STATUTORY OR
OTHERWISE, RELATED TO THE INFORMATION INCLUDING BUT NOT LIMITED TO ANY IMPLIED
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CONSEQUENTIAL LOSS, DAMAGE, COST OR EXPENSE OF ANY KIND WHATSOEVER RELATED TO THE
INFORMATION OR ITS USE, HOWEVER CAUSED, EVEN IF MICROCHIP HAS BEEN ADVISED OF THE
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expenses resulting from such use. No licenses are conveyed, implicitly or otherwise, under any Microchip intellectual
property rights unless otherwise stated.
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For information regarding Microchip’s Quality Management Systems, please visit www.microchip.com/quality.
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