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An I2C™ Bootloader for the PIC16F1XXX Enhanced Core
INTRODUCTION

The new PIC16F1XXX enhanced core microcontroller
has the ability to write its own program memory under
software control. This allows the microcontroller to
make modifications in the program Flash memory. This
application note explains the implementation of a
bootloader using I2C™ as a communication channel.

BOOTLOADER CONCEPT

The bootloader allows a processor to change its
firmware without any physical intervention to the device
itself. There is no need for a hardware programmer
when using the bootloader. The firmware is
downloaded from a host system by means of a
communication channel, usually through a USB or a
serial port. This bootloader implementation uses a
standard I2C bus as a communication channel between
the microcontroller and the host system.

In general, when using a bootloader, the code is
transferred from a host device. Typically, this is
comprised of a PC computer using a RS-232 serial
cable or a USB port. Any other device can act as a host
device.

The target device needs bootloader firmware. This is
basically a software that accepts commands and data
from a host device and reads/erases/writes data to the
Flash program memory. This firmware is typically
located on the lower part of the program memory. The
bootloader code is started by default at system Reset.
It then checks if there is any application code loaded
and jumps into application code if any is found.
Alternatively, a button can be used to instruct the
bootloader to stay in bootloader code even if a firmware
is already present. This is useful when reading the
application firmware or in case of an application
firmware update. 

BOOTLOADER REQUIREMENTS

The bootloader makes it unnecessary for any physical
intervention with a hardware programmer. The target
device must have some form of data connection with
the host. In this application note, I2C communication is
used. If the device uses the I2C port to communicate
with other devices on the bus, then no additional
connection is needed.

The bootloader will require the lower side of the
program memory reserved for the bootloader firmware
(see Figure 1). The rest of the program memory can be
used by application. No RAM memory needs to be
reserved, since it is used in different contexts and not
at the same time. 

FIGURE 1: FLASH MEMORY MAP

Author: Cristian Toma
Microchip Technology Inc.
 2009 Microchip Technology Inc. DS01302A-page 1



AN1302
BASIC OPERATION

The basic functionality of a bootloader is to receive,
interpret and execute a set of commands known both
by the host software and the target firmware. The
command set can be more or less complex than shown
in the application note, but it must generally support
commands to read, erase and write the Flash memory.
Additionally, it must support a command to jump from
the bootloader code to the application code. This
command is typically issued at the end of a
program/verify cycle. The application code might
require a command to exit the application code and
enter the bootloader code.

ERASING PROGRAM MEMORY

The program memory can be erased under software
control only in rows of instructions. A row consists of 32
instruction words of program memory. Please note that
the address must be aligned to a 32-word boundary
(EEADRL <4:0> = 0 0 0 0).

Because the erase sequence can modify existing data,
the special unlock sequence is needed. The unlock
sequence consists in consecutive write values 0x55,
0xAA to the EECON2 register.

UPDATING PROGRAM MEMORY

Before writing to the program memory, an erase
operation should be performed. The program memory
is written in blocks. A block consists of 8 words of
program memory data with sequential address, aligned
to an 8-word boundary (EEADRL <2:0> = 0 0 0). If
smaller blocks of memory need to be modified, then a
read-modify-erase program approach should be used,
as the program memory can only be written in 8-word
blocks. 

An erase operation sets the value of 0x3FFF to all
erased locations. This corresponds to an all-ones in
binary.

BOOTLOADER COMMANDS

The bootloader firmware used in this design supports a
set of commands used to read, erase and write to the
Flash memory of the target device. The commands are
shown in Table 1.

TABLE 1: BOOTLOADER COMMANDS

Command Name Read/Write Description

0x01 Set/Get 
Address 
Pointer

R/W Sets/Reads the Address Pointer. Data is written/read in two bytes format, 
MSB first.

0x02 Download 
data to 

internal buffer

-/W 8 words of data are downloaded from the host into an internal buffer. 
Data is downloaded MSB first starting from the lower address. This 
command is usually followed by a Write command (0x05).

0x03 Read Flash 
command

R/- Reads 8 words from the Flash memory starting with the address 
specified by the Address Pointer. The Address Pointer is automatically 
incremented by 8 words upon a read.

0x04 Erase Flash 
command

R/- Erases a row of 32 words starting with the address specified by the 
Address Pointer. The Address Pointer must be aligned to a 32-word 
boundary (0x0000, 0x0020, 0x0040, 0x0060……). The Address Pointer 
is automatically advanced by 32 words. This command uses clock 
stretching and returns a dummy 0x00 byte after command completion.

0x05 Write Flash 
command

R/- The data that is stored into the buffer is written into the Flash memory at 
the address pointed to by the Address Pointer. The Address Pointer is 
automatically incremented by 8 words upon a successful write. This 
command uses clock stretching and returns a dummy 0x00 byte after 
command completion.

0x06 Jump to 
application 

code

R/- Usually used after a successful firmware download. The application 
resets itself and jumps to the application segment. This command uses 
clock stretching and returns a dummy 0x00 byte after command 
completion.
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BOOTLOADER FIRMWARE

As mentioned before, the bootloader firmware resides
in the lower part of the Flash memory. The firmware
receives, interprets and executes a set of I2C com-
mands (the complete list of commands is described in
Table 1). In order to respond to the I2C commands, the
firmware must access the Flash memory. For some
commands that involve operations with the internal
Flash memory that takes time to complete the opera-
tion. These commands are implemented as I2C Read
command. They will return a dummy 0x00 byte after
the operation has completed. During this time, the
slave will clock stretch the I2C bus by pulling the SCL
line low to signal the master device that the operation
has not completed. The download of data to the inter-
nal buffer does not need any response from the target
system, thus the command is implemented as a normal
I2C Write command.

The structure of the I2C commands is described in the
following. These are implemented as the target being
an I2C slave device. 

General configuration of an I2C write operation (see
Table 2): 

1. Send a "Start" condition to the slave device

2. Send the device address with the R/W bit low
(even address). If the sent address matches the
slave device address, then the slave device
sends an ACK signal.

3. Send the internal register number you want to
write to.

4. Send data. Depending on the command used,
the master can send multiple data bytes. Please
note that the master device can send a multiple
number of bytes.

5. Send a "Stop" condition.

TABLE 2: I2C WRITE COMMAND

General configuration of an I2C read operation (see
Table 3):

1. Send a “Start” condition. 

2. Send the device address with the R/W bit low
(even address). Notice that the slave sends an
Acknowledge signal if the address matches.

3. Send the bootloader command number you
want to read from.

4. Send a “Restart” condition.

5. Send the device address again. This time with
the R/W bit high (odd address).

6. Read a number of bytes from the slave device.
If data is not yet available, the slave will use
clock stretching (pull SCL line low).

7. Send a “Stop” condition

TABLE 3: I2C READ COMMAND

The bootloader code must exit after completing the
download of the new firmware. This is typically imple-
mented using a Reset instruction. The decision to go to
bootloader code or application code is based on a boot-
loader flag placed in the Flash memory. The location of
this flag is at the highest address of Flash memory for
the target device. In the current implementation using
the PIC16F1937, this location is 0x1FFF. Other devices
might have more or less available Flash program mem-
ory and the last available Flash memory location will
vary accordingly. Following an Erase command, the
data at address 0x1FFF is 0x3FFF. After a successful
code download and verify, the data contained at this
address will be changed to a special value (0x55), indi-
cating that an application is loaded.  When the applica-
tion code needs to jump to the bootloader code it will
write an all-zeros value to the bootloader flag address.
When writing an all-zeros value to a Flash memory
location there is no need for a previous erase opera-
tion.  An erase operation sets the Flash memory loca-
tion to an all-ones value. The special value can be
either contained in the application hex file or written by
the bootloader upon a successful code update.

Alternatively, any means of code-present flags can be
used, such as flags in EEPROM memory or any other
address in the Flash memory.

The full source code of the bootloader is available with
this application note. The firmware runs on the F1 Eval-
uation Platform containing a PIC16F1937. Three demo
applications are provided along with this application
note. These are relatively simple and are provided with
the purpose of demonstrating firmware upload. The
first two applications are just "Hello world" kind of firm-
ware. The third application showcases the use of inter-
rupt forwarding.

Start Address Register Data (nbytes) Stop

Start Address Register Restart Address Data 
(nbytes)

Stop
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FIRMWARE FUNCTION 
DESCRIPTIONS

Among the functions of the bootloader firmware, some
of them are more important: 

do_i2c_tasks: This function services all the I2C
related events. The event decoding is based on the
SSPIF flag and the SSPSTAT register.

flash_memory read: This function takes a 16-bit
value as a address parameter and returns the data
read from Flash memory at the specified location.

flash_memory_write: This function has two param-
eters. The first one is a 16-bit value as an Address
Pointer. Please note that the address must be properly
aligned to an 8 word boundary. The second parameter
is a pointer to buffer containing the data being written.
It does not return any value (void).

flash_memory_erase: Performs an erase operation
starting with the address specified as a parameter. 32
instruction words are erased in a row and the specified
address must be aligned to a 32 word boundary.

service_isr: This function performs the interrupt for-
warding feature. It is implemented as a GOTO instruc-
tion. For more information see the following section.

INTERRUPT FORWARDING

The PIC16F1XXX enhanced core has the interrupt vec-
tor at 0x0004. This address is located in the area where
the bootloader firmware is located. To maintain the
interrupt functionality it is required that the Interrupt
Service Routine (ISR) be relocated at a different
address, in the application segment. In the bootloader
code, at the interrupt vector location ( 0x0004), a GOTO
instruction is present. The Interrupt Service Routine is
contained in the application code. The application code
is shifted by 0x200, leaving room for the bootloader in
the lower part of the Flash memory. It will also contain
the Interrupt Service Routine at 0x0204. The boot-
loader code will contain a "GOTO 0x0204" instruction.
When an interrupt occurs, the program counter ( PC)
jumps to 0x0004 in the bootloader segment. At this
address, the "GOTO 0x0204" instruction will cause the
PC to jump to 0x0204 in the application segment,
where the Interrupt Service Routine is located (see
Figure 1). Please notice that the PIC16F1XXX
enhanced core features Automatic Context Saving.

The interrupt latency will be increased by the GOTO
instruction execution time. See the example demo
application(s) for more details.

MULTIPROCESSOR SYSTEM

Since the proposed bootloader uses a standard I2C
protocol, the target microcontroller can be interfaced
with a larger microcontroller having more processing
power (such as a main processor in a multiprocessor
system). Several such devices can be connected in
parallel on the I2C bus, each slave device having its
own address (see Figure 2).

FIGURE 2: MULTIPLE SLAVE DEVICES 
CONNECTED TO THE SAME 
BUS
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PC SIDE SOFTWARE

The bootloader presented here uses an I2C bus as a
communication channel. The main use for such a boot-
loader is in a multiprocessor system where the main
processor can update the firmware of several proces-
sors in the same system. 

We can, however, use PC software if we use a device
that will act as a master I2C device controlled by PC
software. We used the PICkit™ Serial analyzer
configured as I2C master device. 

The software is written using Visual C# 2008, Express
Edition. The PC software has the primary function of
importing the hex file, splitting it into smaller packets
and sending the data to the bootloaded device. Read-
ing back program data from the device is also possible.
When designing the firmware for the main processor in
a multiprocessor system, the above software can serve
as a starting point. 

FIGURE 3: PC HOST APPLICATION 
WINDOW

To upload a new hex file to the device you must first
open the hex file. This can be done using the Import
Hex command found in the File menu (see Figure 3).
You will notice that the content of the currently loaded
file is displayed in the lower side of the window. Once
the new firmware is loaded, it is ready to be sent to the
target device. This is done by using the Program com-
mand under the Bootloader menu. The programming
operation will consist in a full erase followed by a firm-
ware download. The erase-only operation is available
in the same menu. The firmware can also be read from
the target device using the Read command in the Boot-
loader menu. The program memory data can be saved
into a hex file using the Export Hex command in the File
menu. After a successful firmware download operation,
switching to the application code is done using the Run
firmware command in the Bootloader menu.

CONCLUSION

Using a bootloader is a very efficient way to allow
firmware upgrades in the field. Products can be easily
upgraded to support new features. Fixing code bugs is
also easier.

The bootloader code occupies the lower part of the
program memory between 0x0000 and 0x01FF (512
bytes). The bootloader features interrupt forwarding to
allow applications to use interrupts.

When using I2C communication, multiple bootloaded
devices can be connected on the same bus, each
device having it's own address.
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NOTES:
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Note the following details of the code protection feature on Microchip devices:

• Microchip products meet the specification contained in their particular Microchip Data Sheet.

• Microchip believes that its family of products is one of the most secure families of its kind on the market today, when used in the 
intended manner and under normal conditions.

• There are dishonest and possibly illegal methods used to breach the code protection feature. All of these methods, to our 
knowledge, require using the Microchip products in a manner outside the operating specifications contained in Microchip’s Data 
Sheets. Most likely, the person doing so is engaged in theft of intellectual property.

• Microchip is willing to work with the customer who is concerned about the integrity of their code.

• Neither Microchip nor any other semiconductor manufacturer can guarantee the security of their code. Code protection does not 
mean that we are guaranteeing the product as “unbreakable.”

Code protection is constantly evolving. We at Microchip are committed to continuously improving the code protection features of our
products. Attempts to break Microchip’s code protection feature may be a violation of the Digital Millennium Copyright Act. If such acts
allow unauthorized access to your software or other copyrighted work, you may have a right to sue for relief under that Act.
Information contained in this publication regarding device
applications and the like is provided only for your convenience
and may be superseded by updates. It is your responsibility to
ensure that your application meets with your specifications.
MICROCHIP MAKES NO REPRESENTATIONS OR
WARRANTIES OF ANY KIND WHETHER EXPRESS OR
IMPLIED, WRITTEN OR ORAL, STATUTORY OR
OTHERWISE, RELATED TO THE INFORMATION,
INCLUDING BUT NOT LIMITED TO ITS CONDITION,
QUALITY, PERFORMANCE, MERCHANTABILITY OR
FITNESS FOR PURPOSE. Microchip disclaims all liability
arising from this information and its use. Use of Microchip
devices in life support and/or safety applications is entirely at
the buyer’s risk, and the buyer agrees to defend, indemnify and
hold harmless Microchip from any and all damages, claims,
suits, or expenses resulting from such use. No licenses are
conveyed, implicitly or otherwise, under any Microchip
intellectual property rights.
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