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INTRODUCTION
Most embedded control systems require memory and
the most common type used is nonvolatile memory.
Serial EEPROMs are a popular choice for nonvolatile
storage due to their flexibility and low pin count, power
consumption and cost.
However, the drawback of any EEPROM device,
regardless of manufacturer, is its limited endurance.
Microchip Technology uses refined processes with
tried and tested technology to ensure that parameters,
such as endurance, are competitive in the memory
environment. Microchip’s extensive characterization
processes ensure that data sheet parameters are met
and exceeded.
Endurance is also highly dependent on the actual
application being developed. Workarounds such as
page-cycling or wear leveling can be implemented in
order to extend the lifetime of a part. If you are working
with EEPROMs for endurance estimates in a specific
application, consult the Total Endurance™ Model
which can be obtained on the Microchip website at
www.microchip.com.
A newly developed product, Microchip’s EERAM, is 
made of a volatile SRAM array mirrored by a 
nonvolatile EEPROM array. For more information on 
EERAM, see 
https://www.microchip.com/design-centers/memory/se
rial-eeram

THE I2C PROTOCOL
The Inter-Integrated Circuit (I2C) bus is a widely used
industry standard bus used in the transfer of data
between integrated circuits, such as between serial
EERAMs and microcontrollers. Devices communicate
in a master/slave environment in which the master
always initiates the communication and the slave
device is controlled through addressing. For a broader
overview of the I2C protocol, see Appendix B: “I2C
Overview” at the end of this document.

THE I2C EERAM
To correctly use and deploy I2C EERAMs in a robust
project, understanding the following topics is recom-
mended:
• Chip Address Inputs
• Bus Pull-Up Resistors
• Power Supply
• Hardware/Software Store Operations
• External Capacitor Choice
If you are not already familiar with these topics, refer to
Appendix C: “EERAM Characteristics”, which
explains how they impact your project.

MICROCHIP EERAM
To address the inherent issue of endurance in
EEPROMS, Microchip Technology has developed
EERAM. EERAM is a serial SRAM product that has
hidden nonvolatile bits. On any power disruption, the
active SRAM array content is moved to the nonvolatile
bits. When power is restored, the nonvolatile content is
restored to the SRAM array and SRAM operation
continues. This model provides unlimited reads and
writes to the SRAM cells, using a standard protocol and
symmetrical read/write timings, while at the same time
providing a transparent mechanism for data retention
on power loss or upon request.

MPLAB® CODE CONFIGURATOR
The MPLAB Code Configurator (MCC) is a free, graph-
ical programming environment that generates seam-
less, easy-to-understand C code that can easily be
integrated into a project. Using an intuitive interface, it
enables and configures a rich set of peripherals and
functions specific to the user’s application. It supports
AVR® microcontrollers and 8-bit, 16-bit and 32-bit PIC®

microcontrollers. MCC is incorporated into both the
downloadable MPLAB® X IDE and the cloud-based
MPLAB® Xpress IDE.
This application note intends to demonstrate how to
interface I2C EERAM devices using MPLAB X 5.05 or
later, the XC series of compilers and the MPLAB Code
Configurator plugin for the MPLAB X IDE. 
The Microchip Explorer 8 and Explorer16/32 Develop-
ment Boards are used as the hardware development
platforms. 
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The choice of platform or MCU target is not meant as a
definite requirement; however, its adoption will lead to
a faster time to the completion of the project, using
tested and verified code that can fit most applications.
This application note is intended to be a reference for
communicating with Microchip’s I2C serial EERAM
devices using most of Microchip’s PIC microcontrollers,
in conjunction with MCC, without the need of extensive
knowledge in software writing, peripheral programming
or firmware in general. Almost everything related to the
topic can be accomplished due to the capabilities of the
MPLAB Code Configurator plugin.

MCC OVERVIEW
When starting a new project using PIC16, PIC24 or
PIC32 microcontrollers, setup of the configuration and
all the peripherals can be time consuming, especially
for new projects. The MPLAB Code Configurator is a
plugin for MPLAB X IDE that simplifies this down to a
series of simple selections from the menus within the
MCC. The MCC generates driver code using a Graph-
ical User Interface (GUI). The generated drivers control
the peripherals on PIC microcontrollers. The GUI pro-
vides an easy means for setting up the configuration of
the peripherals.
Additionally, the MCC is used to configure and gener-
ate libraries, which allows the user to configure and
generate code for software libraries and off-chip
peripherals. The generated drivers or libraries can be
used in any PIC device application program.
The MCC requires an MPLAB X IDE project to be cre-
ated or an existing project to be opened before launch-
ing the MCC plugin. This is required as MCC needs to
know the device used in the project to have access to
device-specific information like: registers, bits and con-
figurations and to set up the MCC GUI.
The MCC generates source and header files based on
selections made in the GUI. The generated files are
added to the active project of MPLAB X IDE.

Prerequisites and Installation of the MCC 
Plugin
Consult the “MPLAB® Code Configurator User’s
Guide” (DS40001725) for installation instructions, pre-
requisites and getting familiar with the GUI.
To automatically install the MPLAB Code Configurator
Plugin, consider the steps below:
1. In the MPLAB X IDE, select Plugins from the

Tools menu
2. Select the Available Plugins tab
3. Check the box for the MPLAB Code Configura-

tor v3, and click on Install

To manually install the latest available plugin:
1. Access the address https://www.micro-

chip.com/mplab/mplab-code-configurator and
click on the Current Download tab, then down-
load the .zip file that contains a .nbm file. 

2. In the MPLAB X IDE, select Plugins from the
Tools menu

3. Click on the Downloaded tab, then on Add
Plugins and browse to a location where the .zip
file has been extracted, then select the .nbm file

4. Click Install, which will lead you through the rest
of the procedure

CONFIGURING YOUR PROJECT
Create a new MPLAB X IDE project or open an existing
project. Steps are shown below for creating a project
for the PIC16F1719 device.

Create a normal stand-alone project.
Select the target device. The MPLAB Code Configura-
tor will only load the supported libraries matching the
target device. Internally, the MCC plugin has access to
every resource that a particular target has, from pins,
system peripherals such as clock and integrated
peripherals like MSSP, I2C, UART, etc. Refer to each
target’s data sheet to see what capabilities are
enabled. In this particular example, the PIC16F1719
has an MSSP peripheral that can be configured to com-
municate on the I2C bus specification.
Choose an available debugger, for example PICkit™,
an ICD or run the project in Simulator mode.
Having the latest compiler installed ensures the most
optimized output for your code if you are looking for
size or speed.
Name the project and finish the process.

https://www.microchip.com/mplab/mplab-code-configurator
https://www.microchip.com/mplab/mplab-code-configurator
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This creates an empty project that contains no files.
Clicking the blue MCC icon in the toolbar will launch the
MCC plugin within MPLAB X IDE.

SELECTING A PERIPHERAL OR 
RESOURCE
The MCC Graphical User Interface (GUI) is comprised
of multiple panels, out of which the focus is brought to
the Project Resources and Device Resources panels.
The Device Resources panel lists all the available
resources for the selected target. Historically, this panel
mainly contained the target microcontroller’s peripher-
als, but has evolved to accommodate other useful
resources. Users can take advantage of documenta-
tion, libraries for various stack implementations such as
CAN and LIN, compatible external products like the
Mikro-E line of Click boards™ and, as required for this
application note, Memory Products with I2C EEPROM.

When selecting and double clicking a peripheral, like
an ADC, for example, the selected resources will pop
out of the Device Resources panel and into the Project
Resources panel. This means that the respective
peripheral has been selected and prepared for config-
uration and later code generation.
If selecting one of the newer resources, like I2C
EERAM in this case, the MCC plugin will automatically
load the required compatible peripheral (in this case
MSSP) into the Project Resources panel.

In other cases, for other types of libraries, manual
selection of the peripheral to be used may be neces-
sary.

The figure above shows that MSSP has been loaded
alongside with the I2C EERAM library.

When a resource is selected from the Project
Resources panel, the Graphical User Interface corre-
sponding to that resource will be rendered within the
main display area of the MCC window. In this case,
after loading and selecting the I2C EERAM the user
has access to three tabs: Information, Configuration
and Advanced Settings.
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CHOOSING AND CONFIGURING AN 
EERAM
The Configuration tab contains four drop-down/edit-
able controls:
1. Select Device
2. Select Address Bits
3. Select Buffer Size (bytes)

The user can directly select an EERAM device from the
drop-down list. Alternatively, a filter by density can be
applied and the available device list will narrow accord-
ingly.
The options for the Address bits drop-down list will
adjust as well to the device selection and the available
physical address pins on the device.
The GUI provides a check box for generating an exam-
ple. This code example can be ported directly into the
main file to quickly test the functionality of the device in
real bench top conditions.

The Advanced Settings tab allows for simple configu-
ration of the I2C bus speed, and the changes applied
here will manifest in the automatic altering of the MSSP
registers to the correct values. This process is trans-
parent to the user, which makes it far easier to use than
manually configuring the registers.

CODE GENERATION
After all changes have been made and the user is sat-
isfied with the selected configuration, by clicking the
Generate button in the Project Resources panel, MCC
will generate all the required files, both headers and .c
files.

A report will be generated in the Output section, usually
on the bottom of the interface. The user will be
prompted to save the current MCC configuration into a
.m3c file within the project folder, that can be shared
between projects or machines for easier portability. 
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After all of the steps above have been taken, the user
can close the MCC plugin by clicking on the blue MCC
icon and can return to the classic project view in
MPLAB X. 
The project structure can be consulted, and one can
observe the presence of several header and source
files grouped under the “MCC Generated Files” nodes.
At this point the project can be successfully built.

MCC PROVIDED LAYERS
MCC provides a two-layer implementation to I2C using
MSSP. A third layer is visible to the user and is gener-
ated by the EERAM library that was loaded before. For
the final user, a final API layer is exposed through the
EERAM_driver.* files. In this stack-up, the implementa-
tion is comprised of:
• The bottom layer is the driver layer that consists 

of the i2c_driver.c file and dependences. This 
layer operates on the register level and manipu-
lates the MSSP peripheral so that is behaves in 
accordance to the I2C bus specification.

• The middle layer is the logical layer, consisting of 
the i2c_master.c source file and dependences. 
This is where a finite state machine operates on 
an Interrupt Service Routine (ISR). 

• This ISR iterates through the state machine and 
calls the bottom layer whenever register-level 
operations are required (i.e., setting buffers, alter-
ing flags).

• The upper layer is the user-accessible layer that 

uses the middle layer for logical operations, 
directly calling exposed methods. This ensures 
consistency when propagating calls to the driver 
layer, as the code becomes very deterministic.

• The user is exposed to an API-like layer, that 
through the EERAM_driver.* files provides proto-
types for single-function call operations. 

USING THE GENERATED CODE
If the code generation was successful and the check
box for generating an example was enabled, the
example main function would have also been
generated. Its purpose is to showcase the correct
usage of a several generated functions.

Generated Example
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The EERAM library generates an example main.c file
that can be altered or imported based on user prefer-
ences. If called, it showcases both basic functionality
as well as the special features of the EERAM range of
products.
Some of the functions called in the example file are:
• Setting the device address
• Writing a byte
• Reading a byte
• Sequential write
• Sequential (or random address) read

- Getting the STATUS register value
- Setting a bit in the STATUS register value
- Using the Software Store function
- Getting a single bit from the STATUS register 

(the Array Modified bit)
- Recalling the values from the EEPROM array 

within the EERAM

Documentation for these functions can be obtained by
consulting the generated documentation or the function
prototypes in the corresponding header.

FUNCTION USAGE
The example that was generated (shown in the previ-
ous section) contains the basic functions that an
EERAM can be used with. Going further, here is how
one can employ these functions and how they work.

Set Device Address

Sets the device address in firmware to reflect the value
corresponding to the Ax address pins of part.

Byte Write

FIGURE 1: BYTE WRITE

EERAM_SetDeviceAddress = (0x00);

EERAM_WriteOneByte(0x0010, 0xDE);
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Byte Read

FIGURE 2: BYTE READ

Sequential Write

FIGURE 3: SEQUENTIAL WRITE

Random Address Read

FIGURE 4: RANDOM ADDRESS READ

dataByte = EERAM_ReadOneByte (0x0010);

EERAM_SequentialWrite (0x0020, dataBuffer, 3);

EERAM_RandomAddressRead = (0x0022, dataBuffer+3, 4);
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STATUS Register Get

FIGURE 5: STATUS REGISTER GET

AutoStore Enable

In order to set the AutoStoreEnable (ASE) bit, the
STATUS register is read, its value is then masked with
the ASE bit value, then written back to the part. In the
capture shown in Figure 6, the ASE bit has already
been set prior to the second attempt to set it, so no
effective change is made and the capture only depicts
the mechanism.

FIGURE 6: AUTOSTORE ENABLE

SRegValue_EERAM_StatusRegisterGet();

EERAM_AutoStoreEnableBitSet = (0x01);



 2020 Microchip Technology Inc. DS00003401A-page 9

AN3401
Software Store

FIGURE 7: SOFTWARE STORE

Get AM Bit

FIGURE 8: GET AM BIT VALUE

Software Recall

FIGURE 9: SOFTWARE RECALL

EERAM_SoftwareStore = ();

AMBitValue = EERAM_ArrayModifiedBitGet = ();

EERAM_SoftwareRecall();
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COMPARING MCC WITH STANDARD 
MSSP PERIPHERAL HANDLING
Mid-range Microchip PIC microcontrollers, like the
PIC16, might have a generic MSSP peripheral that can
be used to implement various serial protocols including
the I2C specification, while PIC24 devices (and also
PIC32 devices) have dedicated I2C peripherals and
they do not rely on a MSSP peripheral for serial com-
munications.

USING MSSP AS I2C ON A PIC16 
WITHOUT MCC
Several of the mid-range enhanced core PIC16 micro-
controller devices have a Master Synchronous Serial
Port (MSSP). The MSSP module can be used to imple-
ment either the I2C or the SPI communications proto-
col. The following is an overview of the registers
involved in the configuration of MSSP to function as an
I2C peripheral and is meant to showcase the breadth
and complexity of bit-level manipulation required for
correct use. For more information, see AN735 – “Using
the PICmicro MSSP Module for I2C Communications”
(DS00735).

MSSP Registers and Functionality
Some key Special Function Registers (SFRs) utilized
by the MSSP module are:
• SSP Control Register 1 (SSPCON1)
• SSP Control Register 2 (SSPCON2)
• SSP STATUS Register (SSPSTAT)
• Pin Direction Control Register (TRISC)
• Serial Receive/Transmit Buffer (SSPBUF)
• SSP Shift Register (SSPSR) - Not directly acces-

sible
• SSP Address Register (SSPADD)
• SSP Hardware Event Status (PIR1)
• SSP Interrupt Enable (PIE1)
• SSP Bus Collision Status (PIR2)
• SSP Bus Collision Interrupt Enable (PIE2)
To configure the MSSP module for Master I2C mode,
key SFR registers must be initialized in order to config-
ure the MSSP module for Master I2C mode.
• SSP Control Register 1 (SSPCON1)

- I2C mode configuration
• SSP Address Register (SSPADD)

- I2C bit rate
• SSP STATUS Register (SSPSTAT)

- Slew rate control
- Input pin threshold levels

• Pin Direction Control (TRISC)
- SCL/SDA direction

Once the basic functionality of the MSSP module is
configured for Master I2C mode, the remaining steps
relate to the implementation and control of I2C events.
The master can initiate any of the following I2C bus
events:
• Start
• Restart
• Stop
• Read (Receive)
• Acknowledge (after a read)

- Acknowledge
- Not Acknowledge (NACK)

• Write
The first four events are initiated by asserting high the
appropriate control bit in the SSPCON2 register. The
Acknowledge bit event consists of first setting the
Acknowledge state, ACKDT (SSPCON2) and then
asserting high the event control bit, ACKEN
(SSPCON2).
Data transfer with Acknowledge is obligatory. The
Acknowledge-related clock is generated by the master.
The transmitter releases the SDA line (HIGH) during
the Acknowledge clock pulse. The receiver must pull
down the SDA line during the Acknowledge clock pulse
so that it remains stable LOW during the HIGH period
of this clock pulse.
When the Slave does not acknowledge the master
during this Acknowledge clock pulse (for any reason),
the data line must be left HIGH by the slave. This
sequence is termed “Not Acknowledge” or “NACK”.
For actual data to be transferred, the SSPBUF register
must be written with the control byte and the data to be
sent. Once the SSPBUF is loaded with data, the MSSP
peripheral will clock out the data at the configured rate.

Pin Assignment
Another aspect involved in the functioning of MSSP as
I2C (or any type of supported bus) is the correct pin
assignment. After the MSSP configuration has been
set, the data sheet must be consulted in order to deter-
mine the correct I/O pins that map to the MSSP periph-
eral.
Depending on the peripheral configuration of the PIC
device in use (i.e., number of MSSP peripherals), the
most common ports used are RC3 and RC4. These
need to be configured as well by setting the correct
data direction according to the role the MSSP plays in
the I2C implementation (master or slave).
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Byte Write Routine as Master

The main takeaway of the example with PIC16 is that
even the simplest bit level implementation of the
peripheral requires a certain expertise with using the
actual MSSP peripheral. Certain bits and flags must be
precisely manipulated for correct operation, which can
be time consuming. 
The advantage of this approach is that developing
low-level code leads to a better understanding of the
device in use and makes debugging easier and more
deterministic. The disadvantage is the amount of time
spent in order to get a coherent and working example.

CONCLUSION
When deciding between a bare-bones versus a com-
plete implementation, MCC helps with providing the lat-
ter. By using MCC instantiated code, a predictable and
deterministic implementation can be achieved. 
Microchip Technology is continuously adding sup-
ported device libraries and is improving the capabilities
of MCC to serve both prototyping and industrial-grade
code generation. Its ease of use is matched with con-
sistent code, that can be deployed in real-life applica-
tions. 

The generated code is documented and visible, and
other implementations can be easily derived from it to
fit every need. For a robust implementation in embed-
ded systems and peripherals, the MPLAB Code Con-
figurator is a great starting point.
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void wait()
{
while ((SSPSTAT & 0x04) || (SSPCON2 & 0x1F));
return ;

}

void main(void)
{

SSPCON = 0X28 ;// I2C Master, enable SCL and SDA

SSPCON2 = 0 ;//

SSPADD = 99 ;// calculated using FOSC/(4*speed)–1 where speed is 10000

SSPSTAT = 0 ;

TRISC = 0x18 ;// using RC3 (SCL) and RC4 (SDA)

char data = 0 ;

while(1)

{

wait() ;

SEN = 1 ;// I2C start

wait() ;

SSPBUF = 0x30 ;// control byte (7-bit address + r/nw bit)

wait() ;

SSPBUF = 0x30 ;// send and increment data char

wait() ;

PEN = 1 ;// I2C stop

_delay_ms(100) ;

}

}
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Revision A (April 2020)
Initial release of this document.



 2020 Microchip Technology Inc. DS00003401A-page 13

AN3401
APPENDIX B: I2C OVERVIEW
An I2C bus can have one or more master devices and
one or more slave devices. The master device is the
device that initiates a data transfer on the bus and is
responsible for generating the serial clock used on the
bus. Any addressed device is then considered a slave.
Data transfers are performed eight bits at a time, start-
ing with the Most Significant bit (MSb). Each device is
recognized by a unique address and can operate as
either a transmitter or receiver.
The physical interface of the bus consists of two bidi-
rectional open-drain lines, one line used for the serial
clock (SCL) and the other used for serial data (SDA).
Each line will require a pull-up resistor to supply voltage
to the lines. Pulling the line to ground is considered a
logical Low, while letting the line float high is consid-
ered a logical High. When the bus is free, both SDA and
SCL are logical High.
Data can be transferred at a rate up to 100 Kbits/s in
the Standard mode, up to 400 Kbits/s in Fast mode, up
to 1 Mbit/s in Fast mode Plus or up to 3.4 Mbits/s in
High-Speed mode. Data on the SDA line must be stable
during the high period of the clock. Any changes on the
SDA line can only occur when the clock signal on the
SCL line is low. One clock pulse is generated for each
transferred data bit.
The I2C specification defines a Start condition as a
transition of the SDA line from a high-to-low state, while
the SCL line is high. A Start condition is always gener-

ated by the master and signifies the transition of the
bus from an Idle to an Active state. The I2C specifica-
tion states that no bus collision can occur on a Start.
A Stop condition is a transition of the SDA line from a
low-to-high state while the SCL line is high. At least one
SCL low time must appear before a Stop is valid. A
Restart, or Repeated Start, is valid any time that a Stop
would be valid. A master can issue a Restart if it wishes
to hold the bus after terminating the current transfer. A
Restart has the same effect on the slave that a Start
would, resetting all slave logic and preparing it to clock
in an address. The master may want to address the
same or another slave. This can be useful for many I2C
peripherals, such as nonvolatile EEPROM memory, in
which an I2C write operation and a read operation are
done in succession. In this case, the write operation
specifies the address to be read and the read operation
gets the byte of data. Since the master device does not
release the bus after the memory address is written to
the device, a Restart sequence is performed to read
the contents of the memory address.
The ninth SCL pulse for any transferred byte in I2C is
dedicated as an Acknowledge (ACK). It allows
receiving devices to respond back to the transmitter by
pulling the SDA line low. The transmitter must release
control of the line during this time to shift in the
response. The ACK is an active-low signal, pulling the
SDA line low, indicating to the transmitter that the
device has received the transmitted data and is ready
to receive more.

FIGURE 10: EXAMPLE DATA TRANSFER SEQUENCE ON I2C

FIGURE 11: EXAMPLE BYTE WRITE ON A 64-KBIT I2C DEVICE
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APPENDIX C: EERAM 

CHARACTERISTICS

Chip Address Inputs
The Chip Address input pins (A0, A1 and A2 or combi-
nations) are used on several devices to support multi-
ple device operation. On devices with this feature, the
levels on these inputs are compared with the corre-
sponding bits in the slave address, and the device is
selected if the comparison is true. Note that the Chip
Address pins are not internally connected on some
devices. Also note that some devices like the 47X04,
47X16 and 47L64 do not have an A0 pin, but instead
have A1 and A2 pins. Refer to the appropriate device
data sheet for more details. For devices with internally
connected Chip Address pins, these inputs must be
hard-wired to either logic ‘0’ or logic ‘1’. That is, they
cannot be left floating, otherwise the device will not
operate correctly.

Power Supply
Microchip serial EERAMs feature a high amount of pro-
tection from unintentional writes and data corruption
while power is within normal operating levels. But cer-
tain considerations should be made regarding
power-up and power-down conditions to ensure the
same level of protection during those times when
power is not within normal operating levels. A decou-
pling capacitor (typically 0.1 µF) should be used to help
filter out small ripples on VCC. Consult the most
up-to-date data sheet and specification/recommended
usage when deploying Microchip EERAMs in sensitive
applications.

Bus Pull-Up Resistors
For proper operation, pull-up resistors are required for
both SCL and SDA buses. However, the resistor value
chosen can have a vast impact on the performance of
the system.
Specifically, three limiting actors must be considered
when selecting pull-up resistor (RP)
• Supply Voltage (VCC)
• Total Bus Capacitance (CBUS)
• Total High-Level Input Current (IIH)
For an in-depth computation of these factors, consult
AN1028 – “Recommended Usage of Microchip I2C
Serial EEPROM Devices” (DS01028). Most applica-
tions will require the pull-up resistor value to be
2.2 kOhm but this may vary depending on require-
ments.

External Capacitor
One of the key features of the 47XXX devices is the
AutoStore mechanism. To enable this feature, the user
sets the ASE (AutoStore Enable) bit in the STATUS
register to ‘1’ and installs a capacitor connected
between the VCAP pin and ground. However, if the user
decides that only manual store operations are required,
the ASE bit must be set to ‘0’ and the VCAP pin must be
connected to VCC.
See AN2257 for details on choosing the right external
capacitor for your application and also consult the data
sheet and Microchip application notes for correct
usage.
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APPENDIX D: UNDERLYING CODE ANALYSIS 

This annex helps the reader understand both the func-
tionality of the generated code and the complexity of a
robust I2C implementation. 
The entry point for analyzing the code will be the Byte
Read function. 

The function implementation is:

The first important call is:

This function operates on a structure that maps a num-
ber of flags and data pointers specific to the I2C imple-
mentation on the MSSP peripheral.

Software License Agreement
The software supplied herewith by Microchip Technology Incorporated (the “Company”) is intended and supplied to you, the
Company’s customer, for use solely and exclusively with products manufactured by the Company.
The software is owned by the Company and/or its supplier, and is protected under applicable copyright laws. All rights are reserved.
Any use in violation of the foregoing restrictions may subject the user to criminal sanctions under applicable laws, as well as to civil
liability for the breach of the terms and conditions of this license.
THIS SOFTWARE IS PROVIDED IN AN “AS IS” CONDITION. NO WARRANTIES, WHETHER EXPRESS, IMPLIED OR STATU-
TORY, INCLUDING, BUT NOT LIMITED TO, IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICU-
LAR PURPOSE APPLY TO THIS SOFTWARE. THE COMPANY SHALL NOT, IN ANY CIRCUMSTANCES, BE LIABLE FOR
SPECIAL, INCIDENTAL OR CONSEQUENTIAL DAMAGES, FOR ANY REASON WHATSOEVER.

dataByte = EERAM_ReadOneByte ; (0x0010);

uint8_t data ;

while (!I2C_open(EERAM_DEVICE_ADDRESS)) ; //sit here until we get the bus...

I2C_setDataCompleteCallback(readOneByteHandler & data) ;

address = (address&0xFF00)>>8|(address&0x00FF)>>8 ;

I2C_setBuffer(& address,2) ;

I2C_setAddressNACKCallback(I2C_restart_write,NULL) ;  //NACK polling

I2C_masterWrite() ;

while (I2C_BUSY==I2C_close()) ; //sit here until finished

return data ;

}

I2C_open(EERAM_DEVICE_ADDRESS)
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This type definition resides in the I2C_master.c file
which is generated by MCC.
The I2C_open() function resets the flags and sets the
device address within this structure. It also calls
I2C_driver_open(). This is also the point where the
code eventually reaches the register level:

Going upwards to the user-available API, the
EERAM_ReadOneByte() function, after the call to
I2C_open() one can observe the assignment of a data
complete callback by sending a function pointer as a
parameter:

The readOneByteHandler function is already imple-
mented and basically maps a pointer to the I2C specific
(I2C_status) structure’s data pointer.

typedef struct
{
unsigned busy:1 ;

unsigned inUse:1 ;

unsigned bufferFree:1 ;

unsigned addressNACKCheck:1 ;

I2C_address_t address ; /// The I2C Address

uint8_t *data_ptr ; /// pointer to a data buffer

size_t data_length ; /// Bytes in the data buffer

uint16_t time_out ; /// I2C Timeout Counter between I2C events

uint16_t time_out_value ; /// Reload value for the timeouts

I2C_fsm_states_t state ; /// Driver State

I2C_error_t error

I2C_callback callbackTable[6] ;

void *callbackPayload[6] ; /// each callback can have a payload

} I2C_status_t ;

_bit I2C_driver_open(void)

if(!SSP1CON1bits.SSPEN)
{
SSP1STAT = 0x00 ;

SSP1CON1 = 0x28 ;

SSP1CON2 = 0x00 ;

SSP1ADD = 0x3 ;

return true ;

}

else

return false ;

}

I2C_setDataCompleteCallback(readOneByteHandler & data);
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After the callback has been registered and thus the
pointer remapped, the EERAM_ReadOneByte() func-
tion calls:

In case the slave device (EERAM) does not acknowl-
edge, a restart write is callback is registered through:

The next call is I2C_masterWrite(); which in term alters
the I2C_status structure by setting a write flag. Based
on these flags, the code eventually iterates through a
finite state machine that correctly operates the MSSP
peripheral.

I2C_setBuffer(&address,2) ;

I2C_setAddressNACKCallback(I2C_restart_write,NULL); //NACK polling
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Note the following details of the code protection feature on Microchip devices:
• Microchip products meet the specification contained in their particular Microchip Data Sheet.

• Microchip believes that its family of products is one of the most secure families of its kind on the market today, when used in the 
intended manner and under normal conditions.

• There are dishonest and possibly illegal methods used to breach the code protection feature. All of these methods, to our 
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